# Chapter 9 – Structs, Methods and Interfaces

V supports *user-defined* or *custom types* in the form of structs and alias types (see $ 4.2.5)

A struct tries to represent a real-world entity with its properties.

Structs are *composite types,* to use when you want to define a type which consists of a number of properties, each having their own type and value, grouping pieces of data together. Then one can access that data as if it were part of a single entity.

The component pieces of data that constitute the struct type are called *fields.* A field has a type and a name; field names within a struct must be unique.

The concept is called ADT (Abstract Data Type) in some texts on software engineering, it was called a *record* in older languages like Cobol, and it also exists under the same name of *struct* in the C-family of languages, in the OO languages as a lightweight-*class*. In V, structs can also have methods.

However because V does not have the concept of a class, the struct type has a much more important place in V: because there are no globals, data have to be defined in a struct.

## 9.1 Definition of a struct

The general format of the definition of a *struct* is as follows:

**struct** Identifier {

field1 type1

field2 type2

…

}

The fields in this struct have *names*, like field1, field2, and so on. These fields can be of any type, even structs themselves (see § 9.5), functions or interfaces (see Chapter 10). Every field has to be declared separately, even if there are fields with the same type.

Semantically, an array could be seen as a sort of struct but with indexed rather than named fields.

Struct names start with an uppercase letter, and they must have more than one character (otherwise you get a warning). A type Struct1 must be unique in the package mod1 in which it is defined, its complete type name is: mod1.Struct1

Struct fields cannot contain uppercase letters, use snake\_case instead.

You can use a comma to separate fields, but this is optional.

A variable of a struct type T in OO jargon is commonly called an *instance* or *object* of the type T, but in V it is called simply a *value* of type T.

A simple example is given in Listing 10.1 – structs\_fields.v :

struct Struct1 { // (1)

  f1 f32

  str string

mut:

  i1 int

}

fn main() {

// empty struct:

empty := **Struct1{}** // (2)

println(empty.i1) // => 0

println(empty.f1) // => 0.000000

println(empty.str) //

mut ms := **Struct1 {** // (3)

**i1: 7**

**f1: 3.14159**

**str: 'V rules'**

**}**

println(**ms.i1**) // => 7

println(ms.str) // => V rules

println(ms.f1) // => 3.141590

println(ms) // see Output below

// change instance:

ms.i1 = 42

println(ms.i1) // => 42

ms2 := **&Struct1 {i1: 10, f1: 15.5, str: 'Chris'} // (4)**

println(ms2) // 0000000000AF6760

}

Output:

0

0.000000

7

V rules

3.141590

{

  f1: 3.141590

  str: V rules

  i1: 7

}

42

0000000000AF6760

A struct first has to be declared as a type in line (1), then struct values ( *struct-literals*) can be made (as in (2) or (3)), this can also be done on one line.

An empty struct can be defined as empty := Struct1{} : as you can see, its fields are by default initialised to zero values.

The values of the struct-fields can be retrieved with the traditional OO dot-notation: **structname.fieldname**

The fields can also be given a different value with an assignment like this:  **structname.fieldname = value**

Struct fields are by default immutable, if you want to change a field’s value, the field itself must be preceded with the indication mut: see § 9.3.

*Structs have a default str() method*, so they can be printed out with println(). If you want println to behave differently, they you can define your own version of str(), which will override the default.

The struct value ms2 in line (4) given by *&Struct1{ … }* is *allocated on the heap*: ms2 is of type \*Struct1.

By prefixing a struct value with the address-of operator & we get a reference to the struct value. Then the value is allocated on the heap and is automatically cleaned up by V at the end of the function, since it’s scope is this function.

In order to access the fields of a struct, whether the variable is of the struct type or a pointer to the struct type, we use the same notation, as you can see in this example of a 2-dimensional vector or Point:

Listing 10.2 – struct\_point.v:

struct Point {

x f64

y f64

}

const (

origin = Point{x: 0 , y: 0}

)

fn main() {

println(origin)

p1 := Point{x:5, y:10}

p2 := Point{

x: 10

y: 20

}

println(p1.x) // => 5.000000

println(p2.y) // => 20.000000

ptr\_point := &Point{x:10, y:10}

println(ptr\_point.x) // => 10.000000

ptr2\_point := &p2

println(ptr2\_point.y) // => 20.000000

p3 := Point{5, 10}

        println(p3)

}

As you can see, a struct can also be instantiated with a one-line syntax. A struct value can also be a constant, as for origin. Also as you can see with p3, you can leave out the field names. Then the values must be in the order of the fields, and are assigned this way.

The struct fields can also be accessed from the pointer with the exact same dot notation.

Remark: Although there are multiple ways for giving values to the fields of the struct, we’ll use explicitly stated attribute names before values. This allows us to specify the attributes in an unordered way and it’s quite important in the long run from the project maintainability perspective due to no requirement of keeping the order of the [struct](https://vlang.io/docs#structs) attributes (which may change by including a new feature).

Short struct initialization: syntax for imitating named function args: foo(bar:0, baz:1)

?? example

A struct can also contain one or more array fields, like for example:

struct Figure {

  corners []Point

}

Here is another example of a 2 dimensional f64 array contained in a struct (see multidim\_struct.v):

struct MultArray {

pub mut:

  data [][]f64

}

fn main () {

    mut mat := MultArray {

        data :  [[f64(11),12,13]

                ,[f64(21),22,23]

                ,[f64(31),32,33]

                ,[f64(41),42,43]]

    }

    mat.data << [[f64(98),97,96,95,94,93]]

    b := mat.data

    c := b[4][4]

    println( c )  // 94.000000

    // same case on local variable

    mut data\_local :=  [[f64(11),12,13]

             ,[f64(21),22,23]

             ,[f64(31),32,33]

             ,[f64(41),42,43]]

    data\_local << [[f64(98),97,96,95,94,93]]

    println(data\_local[4][4]) // 94.000000

}

In the following example (*struct\_address.v*) we see how to create a function that returns a struct:

Structs and global (module) space:

Using structs you can define const struct values for use in your program like this (see ch 13 - word\_counter\_book.v):

struct Mode {

    name string

    cli\_args []string

}

const (

    words = Mode{name: "words", cli\_args: ["-w", "--words"]}

    lines = Mode{cli\_args: ["-l", "--lines"], name: "lines"}

    chars = Mode{name: "chars", cli\_args: ["-c", "--chars"]}

)

Access modifiers - Visibility and mutability of fields: ??

Struct fields are private and immutable by default. Their access modifiers can be changed with pub and mut.

mut / pub / pub mut / \_\_global: see docs

struct Foo {

a int

mut:

b int

c int

pub:

d int

pub mut:

e int

\_\_global:

f int

}

\_\_global == pub mut, but also allows writes by other modules.

?? example that shows errors

struct User {

email string

mut:

first\_name string

last\_name string

pub:

sin\_number int

pub mut:

phone int

\_\_global:

address\_1 string

address\_2 string

city string

country string

zip string

}

Struct allocation:

Structs are *value types*, they are by default allocated on the stack.

The following snippet creates 2 structs a and b, which are both *allocated on the stack*.

Listing 10.2B – alloc\_struct.v:

struct Aex {

  id int

}

fn new\_aex() Aex {

  return Aex{}      // allocated on the stack

  // return &Aex{}  // does a heap allocation

}

a := Aex{}

b := new\_aex()

A typical example of a struct is a time-interval, with a start- and end time (expressed here in seconds):

struct Interval {

start int

end int

}

(see interval.v)

Here are some initializations:

inter := Interval{start: 0, end: 3}

inter2 := Interval{end: 3, start: 0}

inter3 := Interval{start: 0}

inter4 := Interval{end: 3}

Because the fields are named the sequence must not be the same as in the declaration, and fields could also be omitted, like in the last cases.

Memory layout of a struct literal:

![http://3.bp.blogspot.com/_9P3HFEQk8wo/Swwd8y9pRfI/AAAAAAAAALs/ouuhcjh6L9Q/s400/godata1a.png](data:image/png;base64,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)

Figure 10.1: Memory layout of a struct

(\*Point should be &Point)

Structs of structs:

Structs in V and the data they contain, even when a struct contains other structs, form a continuous block in memory: this gives a huge performance benefit. This is unlike in Java with its reference types, where an object and its contained objects can be in different parts of memory; in V this is also the case with pointers.

This is clearly illustrated in the following example:

struct Rect1 { min Point, max Point }

struct Rect2 { min \*Point, max \*Point }
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Figure 10.2: Memory layout of a struct of structs

A struct containg an array of structs: see struct\_arr.v

struct Foo {

mut:

    a []&Bar

}

struct Bar {

    b int

}

fn main() {

    mut f := Foo{}

    f.a = [&Bar{}].repeat(10)

    for i, x in f.a {

        println("$i => $x")

    }

}

See also: struct\_arr2.v (?Exercise:)

(Construct an array with 2 constant instances of the same struct with one field, and access the field value of the second instance.)

Recursive structs:

A struct type can be defined in terms of itself. This is particularly useful when the struct variable is an element of a linked list or a binary tree, commonly called a *node.* In that case the node contains links (the addresses) to the neighboring nodes; next for a list and le, ri for a tree are pointers to another Node-variable.

data next

head next

tail nil

*Linked list*:

Figure 10.3: Linked list as recursive struct

where the data field contains the useful information (for example a f64), and next points to the successor node;

in V-code: struct Node {

data f64

next &Node

}

The first element of the list is called the *head*, it points to the 2nd element; the last element is called the *tail,* it doesn’t point to any successor, so its next field has value nil (??). In a real list we would have many data-nodes, the list can grow or shrink dynamically.

In the same way you could define a *doubly linked list* with a predecessor node field pr and a successor field su.

struct Node {

pr ?Node

data f64

su ?Node

}

*Binary tree:*

le data ri S

le data ri S

le data ri S

nil data nil S

Figure 10.4: Binary tree as a recursive struct

Here every node can at most have links to two other nodes: the left (le) and the right (ri); both of them can propagate this further. The top element of the tree is called the *root*; the bottom layer of nodes which have no more nodes beneath them are called the *leaves;* a leave node has (??) nil-values for the le- and ri pointers. Such a node is a tree in itself, so we could write:

in V-code: struct BinTree {

le ?BinTree

data f64

ri ?BinTree

}

From Alex (Jan 4 20):

struct Node {

left ?Node

right ?Node

data

}

Here is a schema on how to do a Depth-first traversing of a binary tree (call a function f on every node of binary tree bt, in depth-first infix order):

struct BinTree {

      le    ?BinTree

      data  f64

      ri    ?BinTree

}

fn (bt &BinTree) dfs(f fn(&BinTree)) {

  bt.le.dfs(f)

  f(bt)

  bt.ri.dfs(f)

}

Data is initialized with none.

Array of structs values:

A number of struct values of the same struct type can be put together in an array: (see user\_struct.v)

Generic structs: ?? example

Here is an example of a struct containing a function: (see struct\_func.v)

struct Test {

**func fn()**

}

fn main() {

  test := Test{print\_func}

  test.func()

}

fn print\_func() {

  println('Hello World')

}

Here is a second example: (see struct\_func2.v)

struct Thing {

mut:

**opt fn(f32)**

}

fn main() {

    mut t := Thing{}

    t.opt = tick

    t.opt(1)

}

fn tick(dt f32) {

  println('tick=$dt') // => tick=1

}

Exercises:

1) Define a struct Person with fields name and gender. Make two struct values, and print them out. Make an array with these values and print out the array: see persons.v

2) Define a struct Thing containing 2 int fields, and a struct Something containing an int and a Thing field. Make an instance of both structs, and print the second instance: see embedding\_structs.v

3) Make a struct that contains an array of map with key and value of type string: struct\_array.v

4) Make a struct that contains a multidimensional array of ints, dimensions 5 x 10, and initialize the 1st element: struct\_multi.v

## 9.2 Using a struct for memoization

When doing heavy computations one thing that can be done for increasing performance is not to repeat any calculation that has already been done, and reuse that. Instead cache the calculated value in memory, which is called *memoization*.

A great example of this is the Fibonacci program (see § 6.6): to calculate the n-th Fibonacci number, you need the 2 preceding ones, which normally have already been calculated.

If you do not store the preceding results, every higher Fibonacci number results in an ever greater avalanche of recalculations, which is precisely what the version from listing 6.13 (fibonacci.v) does.

Simple stock the n-th Fibonacci number in an array at index n (see chapter 7), and before calculating a Fibonaci-number, first look in the array if it has not yet been calculated. We see here clearly *how a struct value is injected into the function as a parameter, thus avoiding the need for a global variable.*

This principle is applied in the following listing (fibonacci\_memoized.v). The performance gain is astounding, time both programs for the calculation up to the 40th Fibonacci number.

struct Cache {

  mut:

    values []int

}

fn fib\_cached(n int, cache mut Cache) int {

  is\_in\_cache := cache.values.len > n

  if is\_in\_cache {

    return cache.values[n]

  }

  fib\_n := if n <= 1 {

    1

  } else {

    fib\_cached(n - 1, mut cache) + fib\_cached(n - 2, mut cache)

  }

  cache.values << fib\_n

  return fib\_n

}

mut c := Cache{}

for i := 0; i < 40; i++ {

  fib\_i := fib\_cached(i, mut c)

  print('$fib\_i - ')

}

/\*

1 - 1 - 2 - 3 - 5 - 8 - 13 - 21 - 34 - 55 - 89 - 144 - 233 - 377 - 610 - 987 - 1597 - 2584 - 4181

- 6765 - 10946 - 17711 - 28657 - 46368 - 75025 - 121393 - 196418 - 317811 - 514229 - 832040 - 1346269

- 2178309 - 3524578 - 5702887 - 9227465 - 14930352 - 24157817 - 39088169 - 63245986 - 102334155 -

\*/

For example, on a on Linux machine: *time ./fibonacci*

normal (fibonacci.v): the calculation took: 4.730270 s

with memoization: the calculation: 0.001000 s

In this algorithm memoization is obvious, but it can often be applied in other computations as well, perhaps using maps (see chapter 8) instead of arrays or slices.

Memoization is useful for relatively expensive functions (not necessarily recursive as in the example) that are called lots of times with the same arguments. It can also only be applied to pure functions, these are functions that always produce the same result with the same arguments, and have no side-effects.

Exercise: Apply the same mechanism to the factorial algorithm, see *factorial\_memoization.v*

## 9.3 Updating fields with the | operator

A new struct value can be made from an existing one, by changing one of its fields with the pipe operator |:

Listing update\_with\_pipe0.v:

struct User {

  name string

  age  int

}

fn main() {

  user1 := User{'Bob', 20}

  user2 := **{user1 | name: 'Peter'}** // to read as: struct user1, where name is modified to Peter

  println(user1.name)

  println(user2)

}

/\* Output:

Bob

{

  name: Peter

  age: 20

}

\*/

Here is an example where the update is done in a function register\_user, that takes a User struct value as argument (see listing update\_with\_pipe.v):

struct User {

  is\_registered bool

}

fn register\_user(u User) User {

  return **{u | is\_registered: true}**

}

fn main() {

  mut u := User{}

  u = register\_user(u)

  println(u.is\_registered.str()) // => true

}

In short: new\_foo := { foo | bar: baz } is the same as:

mut new\_foo := foo

new\_foo.bar = baz

Example of a union within a struct: struct\_union.v

## 9.4 Structs and pointers

Here is an example of changing struct field values through pointers (try to predict the output yourself):

Listing 4.22B – mut\_pointer.v:

struct S1 {

mut:

  i int

}

fn main() {

  mut p1 := &S1{}     // type: \*S1

  p1.i++

  mut p2 := p1        // type: mut(\*)S1 ??

  s1 := S1{}

  p2 = &s1

  p2.i++

  println(s1)

  s2 := S1{}

  p2 = &s2

  mut p3 := &s2       // type: \*mut(S1) ??

  p3.i++

  mut p4 := &s2

  p4.i++

  println(s2)

}

Here is an example of a struct with a reference field:

Listing 4.23 – struct\_pointer.v:

struct Sptr {

  data int

  ptr  &int

}

fn main() {

  s1 := Sptr{}

  s2 := Sptr{data: 5}

  println(s1)

  println(s2)

}

/\* Output:

{

  data: 0

  ptr: 0000000000000000

}

{

  data: 5

  ptr: 0000000000000000

}

\*/

Notice how the references are initialized with zeros, the null value does not exist in V!

A much more concrete example, also showing how to handle nil or null pointers (these are points with address 0): *rp\_game.v*

struct Place {

    name string

mut:

    left &Place

    right &Place

    previous &Place

}

struct Traveler {

mut:

    location &Place

}

fn nonnil\_or\_stay(old\_place &Place, new\_place &Place) &Place {

**if isnil**(new\_place) {

       println("Nothing is there.")

       return old\_place

    } else {

       return new\_place

    }

}

fn move(trav mut Traveler, direction string) {

    place := trav.location

    back := place.previous

    left := place.left

    right := place.right

    println("Old location $trav.location.name")

    println("Trying to move $direction")

    if direction == "back" {

        trav.location = nonnil\_or\_stay(place, back)

    } else if direction == "left" {

        trav.location = nonnil\_or\_stay(place, left)

    } else if direction == "right" {

        trav.location = nonnil\_or\_stay(place, right)

    } else {

        println("$direction is not valid, use back, left or right")

    }

    println("New location $trav.location.name")

}

fn main() {

    mut tree := Place{name: "Tree"}

    mut pile := Place{name: "Pile of old leaves"}

    mut shrub := Place{name: "Shrubbery"}

    mut bear := Place{name: "Bear behind Shrubbery"}

    // connect tree node with its children

    tree.left = &pile

    tree.right = &shrub

    pile.previous = &tree

    shrub.previous = &tree

    // forward-connect shrub node only

    // because it already has 'previous' set

    shrub.right = &bear

    bear.previous = &shrub

    // println(&tree)

    // println(tree)

    // println(&pile)

    // println(pile)

    // println(&shrub)

    // println(shrub)

    // println(&bear)

    // println(bear)

    traveler := Traveler{location: &tree}

    println(traveler.location.name) // Tree

    move(mut traveler, "back")

    move(mut traveler, "left")

    move(mut traveler, "back")

    move(mut traveler, "right")

    move(mut traveler, "back")

}

/\*

Tree

Old location Tree

Trying to move back

Nothing is there.

New location Tree

Old location Tree

Trying to move left

New location Pile of old leaves

Old location Pile of old leaves

Trying to move back

New location Tree

Old location Tree

Trying to move right

New location Shrubbery

Old location Shrubbery

Trying to move back

New location Tree

\*/

Output of the println:

000000000061FCF0

{

  name: Tree

  left: 000000000061FCC0

  right: 000000000061FC90

  previous: 0000000000000000

}

000000000061FCC0

{

  name: Pile of old leaves

  left: 0000000000000000

  right: 0000000000000000

  previous: 000000000061FCF0

}

000000000061FC90

{

  name: Shrubbery

  left: 0000000000000000

  right: 000000000061FC60

  previous: 000000000061FCF0

}

000000000061FC60

{

  name: Bear behind Shrubbery

  left: 0000000000000000

  right: 0000000000000000

  previous: 000000000061FC90

}

To cast voidptr to a V reference use:  user := &User(user\_void\_ptr)

voidptr can also be dereferenced to V structs by casting: user := User(user\_void\_ptr)

## 9.5 Methods

Let’s start with an example: Listing 10.3 – methods.v taken from the V docs:

struct User {

  age int

}

**fn** **(u User) can\_register() bool** {

  return u.age > 16

}

user := User{age: 10}

println(user.can\_register()) // => false

user2 := User{age: 20}

println(user2.can\_register()) // => true

The can\_register() function doesn’t take a struct value as a regular argument, but it has a u User as a *receiver argument*.

It is called on the struct value u as user.can\_register(), just like a method call in OO-languages.

PERF: Here u can be either passed by value (User) or by reference (&User). The compiler will make the right decision depending on the size of the User struct, which is different in Go where you have to make that decision yourself. In V you no longer have to remember which one to use. It works here because u can't be modified (it's not marked as `mut`).

### 9.5.1 What is a method?

Structs look like a simple form of classes, so an OO programmer might ask: where are the methods of the class? Again V has a concept with the same name and roughly the same meaning: a V *method* *is a function that acts on a variable of a certain type*, called the *receiver.* So a method is a special kind of function, one which has a receiver argument. A method and the type on which it acts must be defined in the same module, that’s why you cannot define methods on type int, float or the like.

The receiver type can be (almost) anything, not only a struct type: any type can have methods, even a function type or alias types for int, bool, string or array. But the receiver cannot be an interface type (§ 9.7), since an interface is the abstract definition and a method is the implementation. Lastly it cannot be a pointer type, but it can be a pointer to any of the allowed types.

The combination of a (struct) type and its methods is the V equivalent of a class in OO. One important difference is that the code for the type and the methods binding to it are not grouped together; they can exist in different source files, the only requirement is that they have to be in the same module.

The collection of all the methods on a given type T (or &T) is called the *method set* of T (or &T).

Methods are functions, so again there is *no method overloading:* for a given type, there is only one method with a given name.

(??) But based on the receiver type, there is overloading: a method with the same name can exist on 2 of more different receiver types, e.g. this is allowed in the same package:

func (a denseMatrix) add(b Matrix) Matrix

func (a sparseMatrix) add(b Matrix) Matrix

Also an alias of a certain type doesn’t have the methods defined on that type.

The general format of a method is:

fn (recv receiver\_type) method1(parameter\_list) (return\_value\_list) { … }

The receiver appears in its own argument list between the fn keyword and the method name. If recv is the receiver value and method1 the method name, then the call or invocation of the method follows the traditional object.method selector notation: **recv.method1()**

If in this expression, recv is a pointer, then it is automatically dereferenced.

If the method does not need to use the value recv, you can discard it by substituting a \_ , as in:

func (**\_** receiver\_type) method1(parameter\_list) (return\_value\_list) { … }

recv is like the this- or self from OO-languages, but in V there is no specified keyword for it.

STYLE: The convention is not to use receiver names like self or this, but a short, preferably one letter long, name.

In the following example (*structs.v*), we see:

* How struct values can be constants in line (1)
* A kind of factory function new\_address for creating a new struct value in line (2)
* A method str() on struct Address for a customized output in line (3)
* - How a constant can be calculated by calling a function in line (4)

struct Address {

  street string

  city string

  state string

  zip int

}

const (

    streets = ['1234 Alpha Avenue', '9876 Test Lane']

    test\_address = Address {street : streets[0], city: 'Beta', state : 'Gamma', zip : 31416} (1)

    test\_address2 = Address {street : streets[1], city: 'Exam', state : 'Quiz', zip : 62832}

)

fn new\_address(street, city, state string, zip int) Address { (2)

    return Address{street : street, city : city, state : state, zip : zip}

}

fn (a Address) str() string { (3)

    return 'Address.str(): $a.street, $a.city, $a.state $a.zip'

}

const (

    address1 = new\_address('2718 Tau Dr', 'Turing', 'Leibniz', 54366) (4)

    address2 = new\_address('3142 Uat Rd', 'Einstein', 'Maxwell', 62840)

)

println(streets)

println('$test\_address.street, $test\_address.city, $test\_address.state $test\_address.zip')

println('$test\_address2.street, $test\_address2.city, $test\_address2.state')

println(address1.str())

println(address2.str())

/\* Output:

["1234 Alpha Avenue", "9876 Test Lane"]

1234 Alpha Avenue, Beta, Gamma 31416

9876 Test Lane, Exam, Quiz

Address.str(): 2718 Tau Dr, Turing, Leibniz 54366

Address.str(): 3142 Uat Rd, Einstein, Maxwell 62840

\*/

Here is an example of a method that returns 3 values (see *point\_methods.v):*

You can see that the method test\_out\_of\_order\_calls can call method dist in line (1) before it is defined in line (2)

import math

struct Point {

    x int

    y int

}

fn test\_out\_of\_order\_calls() {

    point := Point{x : 2, y : 2}

    mut point1 := Point{}

    point1 = Point{x : 1, y : 1}

    x\_diff, y\_diff, distance := point.dist(point1) (1)

    println('The x distance is: $x\_diff')

    println('The y distance is: $y\_diff')

    println('The distance between the two points is ${distance:.2f}')

}

fn (p Point) dist(p2 Point) (f64, f64, f64)  {   (2)

    mut x\_diff := f64(p2.x - p.x)

    mut y\_diff := f64(p2.y - p.y)

    x\_diff = math.pow(x\_diff, 2)

    y\_diff = math.pow(y\_diff, 2)

    distance := math.sqrt(x\_diff + y\_diff)

    return x\_diff, y\_diff, distance

}

/\* Output:

The x distance is: 1.000000

The y distance is: 1.000000

The distance between the two points is 1.41

\*/

test\_out\_of\_order\_calls()

#### Mutable receivers

For a receiver to be changeable, it must be indicated as mut, and it will always be passed as a reference.

Here is the equivalent code of update\_with\_pipe.v from § 9.4, but now with a method instead of a normal function (see listing 10.3 - mutable\_receiver.v):

struct User {

mut:

    is\_registered bool

}

fn **(u mut User)** register() {

    u.is\_registered = true

}

mut user := User{}

println(user.is\_registered) // => false

user.register()

println(user.is\_registered) // => true

println(user)

/\*

false

true

{

  is\_registered: 1

}

\*/

The register() function has a u mut User as a *receiver argument*. It is called on the struct value u as user.register(), just like a method call in OO-languages. Mutable receivers that are not modified result in a compilation error.

user is of type User, but it can be treated as pointer type and it is implicitly converted (like in Go),so you write mut user instead of &user.

Here is an example of a struct containing a multidimensional array with 2 methods defined on it: *struct\_methods.v*

In the following example (see *mutable\_receiver2.v*), you see that a mutable receiver is in fact passed by reference:

struct Item {

mut:

  thing int

}

fn (i mut Item) do\_thing() Item {

  i.thing = 1

  return \*i

}

mut itm := Item{}

itm.do\_thing()

println(itm)

/\* Output:

{

  thing: 1

}

\*/

#### A struct cannot contain a field of its type:

struct Item {

other Item

}

This gives the error message: cannot embed struct `Item` in itself (field `other`)

But it can contain a reference to itself:

struct Item {

other &Item

}

compiles and can be used in code, as is clear from the following example:

#### A struct with a reference field to itself: see ref\_field.v

struct Item {

  s     string

  other &Item

}

fn main() {

  i\_2 := &Item{s: 'Hello, '}

  i\_1 := Item{s: 'World!', other: i\_2}

  println(i\_1.other.s + i\_1.s) // Hello, World!

}

#### A struct can contain a field with its type:

struct Item {

other ?Item

}

#### The str() method

Whenever println is called on a type, it uses the str() method on that type to stringify it, and then show that value. If there is no str() method available, a compiler error is given.

Structs have a default str() method, so that they can be printed out. Here is an example where the Color struct implements this method to have a more compact representation:

Listing 10.3C – color\_struct.v:

struct Color {

        r int

        g int

        b int

}

pub fn (c Color) str() string { return '{$c.r, $c.g, $c.b}' }

fn rgb(r, g, b int) Color { return Color{r: r, g: g, b: b} }

const (

        red  = Color{r: 255, g: 0, b: 0}

        blue = rgb(0, 0, 255)

)

println(red)    // => {255, 0, 0}

println(blue)   // => {0, 0, 255}

It also shows an example of a constant struct value (red), and even a constant blue which is calculated at compile-time by calling the rgb function

(the Color struct is defined in the gx module).

#### Struct containing an array of structs – Use of the for in loop:

In the following example we have a str() method for the User struct that only prints the user’s name. Then we create an array users with two user structs. We iterate over this array to print out all names with for in:

Listing 10.3B – structs.v

struct User {

  id string

  name string

}

fn (u User) str() string {

  return u.name

}

fn main() {

  users := [

   User{id: '01', name: 'John'},

   User{id: '02', name: 'Amy'},

  ]

  for user in users {

    println(user)

  }

}

/\* Output:

John

Amy

\*/

Here is a slightly more complicated example containing these features: a struct Repo containing an array of User structs. We have made our own custom str() method to print out the repo value. We also see a function new\_repo(), that returns a struct value.

Listing 10.3C – forin\_struct.v:

struct User {

        id int

name string

age int

}

struct Repo {

mut:

**users []User**

}

fn new\_repo() Repo {

user := User{id:10, name: 'Bill', age: 45}

return Repo {

users: [user]

}

}

pub fn **(r Repo) str() string** {

        mut str := ''

        for u in r.users {

                str += '$u.id : $u.name / $u.age\n'

        }

        return str

}

mut repo := new\_repo()

user1 := User{id: 12, name: 'Denise', age: 60}

user2 := User{}

user3 := User{id: 42, name: 'Linda', age: 45}

repo.users << user1

repo.users << user2

repo.users << user3

**for u in repo.users** {

    println('$u.id - $u.name: $u.age')

}

println('')

// using the str() method for Repo:

println(repo)

/\* Output:

10 - Bill: 45

12 - Denise: 60

0 - : 0

42 - Linda: 45

10 : Bill / 45

12 : Denise / 60

0 :  / 0

42 : Linda / 45

\*/

The following example Listing 10.4 – person.v shows a struct Person, a method up\_person which has a parameter of type mut Person (so that the object itself can be changed) and 3 different ways of calling this method:

struct Person {

mut:

        first\_name string

        last\_name  string

}

fn (p mut Person) up\_person() {

        p.first\_name = p.first\_name.to\_upper()

        p.last\_name = p.last\_name.to\_upper()

}

// 1- struct as a value type:

mut pers1 := Person{}

pers1.first\_name = 'Chris'

pers1.last\_name = 'Woodward'

pers1.up\_person()

println('The name of the person is $pers1.first\_name $pers1.last\_name')

// 2 - struct as a literal, created on the stack:

mut pers2 := Person{first\_name: 'Chris', last\_name: 'Woodward'}

pers2.up\_person()

println('The name of the person is $pers2.first\_name $pers2.last\_name')

// 3 - struct as a literal, created on the heap:

mut pers3 := &Person{first\_name: 'Chris', last\_name: 'Woodward'}

pers3.up\_person()

println('The name of the person is $pers3.first\_name $pers3.last\_name')

/\* Output:

The name of the person is CHRIS WOODWARD

The name of the person is CHRIS WOODWARD

The name of the person is CHRIS WOODWARD

\*/

A method on an enum: see method\_enum.v

enum Format {

    undefined

    a

    rgb

    rgba

}

fn (format Format) bytes\_per\_pixel() int {

    if format == .a {

        return 1

    } else if format == .rgb {

        return 3

    } else if format == .rgba {

        return 4

    } else {

        panic('can\'t derive bpp from format $format')

    }

}

fn main() {

    v := Format.a

    println(v.bytes\_per\_pixel())  // => 1

}

(see also *method\_enum2.v*)

A method on a type alias: see ch 4 type\_alias.v

**EXERCISES:**

 Create a struct Animal, give it a field to specify that it has fur or not: *has\_fur.v*

Exercise 10.1: rectangle.v:

Define a struct Rectangle with int properties length and width. Give this type the methods area() and perimeter() and test it out.

Exercise 10.2: employee\_salary.v Define a struct Employee with a field salary, and a method give\_raise to increase the salary with a certain percentage.

 Create a method for the type Person that determines whether a person is underage or not: *under\_age.v*

### 9.5.2 Difference between a function and a method

A function has the variable recv as a parameter: function1(recv)

A method is called on the variable recv: recv.method1()

A method can change the values (or the state) of the receiver variable provided this is indicated as mut, just as is the case with functions (a function can also change the state of its parameter when this is passed as mut).

!! Don’t forget the ( ) after method1, or you get the compiler error: expected `(`

The receiver must have an explicit name, and this name must be used in the method.

receiver\_type is called the *(receiver) base type*, this type must be declared within the same module as all of its methods.

In V the methods attached to a (receiver) type are not written inside of the structure, as is the case with classes. The coupling is much more loose: the association between method and type is established by the receiver.

*Methods are not mixed with the data definition (the structs): they are orthogonal to types.*

*Representation (data) and behavior (methods) are independent.*

### **9.5.3. Operator overloading**

(see operator\_overloading.v)

Operator overloading goes against V’s philosophy of simplicity and predictability. But since scientific and graphical applications are among V’s domains, operator overloading is very important to have in order to improve readability:

a.add(b).add(c.mul(d)) is a lot less readable than a + b + c \* d.

To improve safety and maintainability, operator overloading has several limitations:

- It’s only possible to overload +, -, \*, / operators.

- Calling other functions inside operator functions is not allowed.

- Operator functions can’t modify their arguments.

- Both arguments must have the same type (just like with all operators in V).

Example:

The following code defines a + and – operator for a vector struct Vec:

struct Vec {

  x int

  y int

}

fn (a Vec) str() string {

  return '{$a.x, $a.y}'

}

fn **(a Vec) + (b Vec)** Vec {

  return Vec {

    a.x + b.x,

    a.y + b.y

  }

}

fn **(a Vec) - (b Vec)** Vec {

  return Vec {

    a.x - b.x,

    a.y - b.y

  }

}

fn main() {

  a := Vec{2, 3}

  b := Vec{4, 5}

  println(a + b) // "{6, 8}"

  println(a - b) // "{-2, -2}"

}

See also the overloading of normal number operations in module math.complex:

// Complex Addition c1 + c2

pub fn (c1 Complex) + (c2 Complex) Complex {

return Complex{c1.re + c2.re, c1.im + c2.im}

}

## 9.6 Interfaces

V is not a ‘classic’ OO language: it doesn’t know the concept of classes and inheritance.

However it does contain the very flexible concept of *interfaces*, with which a lot of aspects of object-orientation can be made available. Interfaces in V provide a way to *specify the behavior* of an object: if something can do this, then it can be used here.

An interface defines a set of methods (the *method set*), but these methods do not contain code: they are not implemented *(* they are *abstract)*. Also an interface cannot contain variables.

An interface is declared in the format: **interface** Namer {

method1(param\_list) return\_type

method2(param\_list) return\_type

…

}

Namer is an *interface type.*

The name of an interface is formed by the method name plus the [e]r suffix, such as Printer, Reader, Writer, Logger, Converter, and so on, thereby giving an active noun as a name. A less used alternative (when ..er is not so appropriate) is to end it with able like in Recoverable, or to start it with an I (more like in .NET or Java) .

Interfaces in V are short, they usually have from 1 – max 3 methods.

Types (like structs) can have the method set of the interface implemented; the implementation contains for each method real code how to act on a variable of that type: *they implement the interface*, the method set forms the interface of that type.

*A type doesn’t have to state explicitly that it implements an interface: interfaces are satisfied implicitly.*

*Multiple types can implement the same interface.*

*A type that implements an interface can also have other functions.*

*A type can implement many interfaces.*

*An interface type can contain a reference to an instance of any of the types that implement the interface.*

Even if the interface was defined later than the type, in a different module, compiled separately: if the object implements the methods named in the interface, then it implements the interface.

All these properties allow for a lot of flexibility.

As a first example, look at Listing 11.1A – interface\_point.v:

struct Point {

  x i8

  y i8

  z i8

}

fn (p Point) draw() string {

  return 'Point(${p.x},${p.y})'

}

fn to\_string(d Drawer) string {

  return d.draw()

}

interface Drawer {

  draw() string

}

p := Point{x: 2, y: 3}

println(to\_string(p)) // Point(2,3)

Point implements the interface Drawer, because Point has a method draw(). That’s why a Point value can be used in any case where a Drawer value is needed, like in the to\_string method.

As a second example, look at Listing 11.1B – house\_animals.v: (from the V Docs)

struct Dog { }

struct Cat { }

fn (d Dog) speak() string {

  return 'woof'

}

fn (c Cat) speak() string {

  return 'meow'

}

interface Speaker {

speak() string

}

fn perform(s Speaker) string {

   return s.speak()

}

dog := Dog{}

cat := Cat{}

println(perform(dog)) // -> "woof"

println(perform(cat)) // -> "meow"

Both the Dog and Cat struct type implement the Speaker interface, because they both have a speak() method with the same signature as that of the interface.

Usage of is: if dog is Speaker {

?? example

As a third example, look at Listing 11.1C - interfaces.v:

interface Shaper {

        area() f64

// perimeter() f64

}

struct Square {

mut:

         side f64

}

fn (sq Square) area() f64 {

         return sq.side \* sq.side

}

fn calc\_area(sh Shaper) f64 {

return sh.area()

}

mut sq1 := Square{}

sq1.side = 5

println('The square has area: ${calc\_area(sq1)}')

Output: The square has area: 25.000000

The program defines a struct Square and an interface Shaper, with one method area().

In main() a value of Square is constructed. Outside of main we have an area() method with a receiver type of Square where the area of a square is calculated: the struct Square implements the interface Shaper.

Because of this we can assign a variable of type Square to a variable of the interface type Shaper when calling the calc\_area function. Now the interface variable contains a reference to the Square variable and through it we can call the method area() on Square. Of course you could call the method immediately on the Square value sq1.area(), but the novel thing is that we can call it on the interface value, thereby generalizing the call.

This is V’s version of *polymorphism*, a well known concept in OO software: the right method is chosen according to the current type, or put otherwise: a type seems to exhibit different behaviors when linked to different values.

If Square would not have an implementation of area(), we would receive the compiler error:

Type "Square" doesnt satisfy interface "Shaper" (method "area" is not implemented)

The same error would occur if Shaper had another method perimeter(), and Square would not have an implementation for that, even if perimeter() was not called on a Square value.

duck\_dance.v doesn’t work (Nov 11) ??

Arrays of interfaces []interface are supported.

How does it work? (Reddit 18: Question about interfaces - to verify)

V interfaces are very efficient.

Dynamic dispatch is the process of selecting which implementation of a polymorphic operation (method or function) to call at run time. In V there is no selection: a type does not have a vtable with function pointers to its methods.

Instead in V the compiler knows exactly what function is called, not just a function pointer or vtable.

A receiver type cannot be an interface:

interface Speaker {}

fn (c Speaker) speak() string {

return 'meow'

}

Gives the compiler error: invalid receiver type `Speaker` (`Speaker` is an interface)

An enum implements an interface: (see enum\_interface.v)

**interface Byter {**

**to\_byte() byte**

**}**

enum Feeling {

  happy

  sad

  nothing

}

**fn (f Feeling) to\_byte() byte** {

  return match f {

    .happy { 0 }

    .sad { 1 }

    .nothing { 2 }

  }

}

**fn encode\_byter(byter Byter)** byte {

  b :=  int(byter.to\_byte())

  return b

}

fn main() {

  f1 := Feeling.sad

  println(int(f1.to\_byte()))       // 1

  println(int(**encode\_byter(f1)**))   // 1

}

Bottom of Form

?? Exercise: Expand the example with a type Rectangle which also implements Shaper. We can now make an array with elements of type Shaper, and show polymorphism in action by using a for range on it and calling Area() on each item. (see Listing 11.2 – interfaces\_poly.go:)

?? Exercise 11.2-3: interfaces\_poly2.go

1. Expand the example interfaces\_poly.go to a type Circle: interfaces\_poly2.go
2. Now we will implement the same functionality by using an ‘abstract’ type Shape (abstract because it has no fields) which implements Shaper, and embedding his type in the other types. Now demonstrate that overriding is used as explained in § 10.6.5: interfaces\_poly3.go

Perhaps you can now begin to see how interfaces can produce cleaner, simpler, and more scalable code.

An interface is a kind of contract which the implementing type(s) must fulfill.

Interfaces describe the behavior of types, what they can do. They completely separate the definition of what an object can do from how it does it, allowing distinct implementations to be represented at different times by the same interface variable, which is what polymorphism essentially is.

Writing functions so that they accept an interface variable as a parameter makes them more general.

!! Use interfaces to make your code more generally applicable !!

This is also ubiquitously applied in the code of the standard library. It is impossible to understand how it is build without a good grasp of the interface-concept (??)

## 9.7 Sum types

(see docs)

* **new** is keyword for checking the type of sum types and interfaces.
* **as** can now be used to cast interfaces and sum types.

?? examples

## 9.8 V and object orientation

### ?? 9.8.1 How to embed functionality in a type

V doesn't have subclassing, but it supports embedded structs.

*Aggregation* (or *composition*): include a *named* field of the type of the wanted functionality

Nov 9 : not yet supported: see embed\_func1.v

### ?? 9.8.2 Multiple inheritance

Apr 13 : not yet supported: see mult\_inheritance.v

### ?? 9.8.3 Comparison between V types and methods and other object-oriented languages.

Methods in OO languages like C++, Java, C# or Ruby are defined in the context of classes and inheritance: when a method is invoked on an object, the runtime sees whether its class ore any of its superclasses have a definition for that method, otherwise an exception results.

In V such an inheritance hierarchy is not at all needed: if the method is defined for that type it can be invoked, independent of whether or not the method exists for other types; so in that sense there is a greater flexibility.

This is nicely illustrated in the following schema (?? To change for V):
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Figure 10.4: Methods in V and OO-languages

V doesn't require an explicit class definition as Java, C++, C#, etc do. Instead, a "class" is implicitly defined by providing a set of methods which operate on a common type. This type may be a struct or any other user-defined type.

In Java or C# the type and the func would be placed together in a class Integer; in Ruby you could just write the method on the basic type int.

Summarized: in V types are basically classes (data and associated methods). V doesn’t know inheritance like class oriented OO languages. Inheritance has two main benefits: code reuse and polymorphism.

Code reuse in V is achieved through composition and delegation, and polymorphism through the use of interfaces: it implements what is sometimes called *component programming*.

Many developers say that V’s interfaces provide a more powerful and yet simpler polymorphic behavior than class inheritance.

### 9.8.4 Summary: the object-orientedness of V

Let us summarize what we have seen about this: V has no classes, but instead loosely coupled types and their methods, in some cases implementing interfaces.

The 3 important aspects of OO-languages are encapsulation, inheritance and polymorphism, how are they realized in V?

i) Encapsulation (data hiding): see § 9*.3*

All data is local, private and immutable by default. There are no global variables.

In order for data to be visible outside a module, it must be declared pub(lic).

A type can only have methods defined in its own module.

ii) Inheritance: how? Through composition: embedding of 1 (or more) type(s) with the desired behavior (fields and methods); multiple inheritance is possible through embedding multiple types

iii) Polymorphism: how? Through interfaces: a variable of a type can be assigned to a variable of any interface it implements. Types and interfaces are loosely coupled, multiple inheritance is possible through implementing multiple interfaces. V's interfaces aren't a variant on Java or C# interfaces, they're much more: they are independent and are key to large-scale programming and adaptable, evolutionary design.

So in effect we can say that V implements all important object-oriented features.